***Design Patterns***

In software engineering, a design pattern is a general repeatable solution to a commonly occurring problem in software design. A design pattern isn't a finished design that can be transformed directly into code. It is a description or template for how to solve a problem that can be used in many different situations.

***Uses of Design Patterns***

Design patterns can speed up the development process by providing tested, proven development paradigms. Effective software design requires considering issues that may not become visible until later in the implementation. Reusing design patterns helps to prevent subtle issues that can cause major problems and improves code readability for coders and architects familiar with the patterns.

***Creational design patterns***

These design patterns are all about class instantiation. This pattern can be further divided into class-creation patterns and object-creational patterns. While class-creation patterns use inheritance effectively in the instantiation process, object-creation patterns use delegation effectively to get the job done.

1. **Abstract Factory**:  Creates an instance of several families of classes. Provide an interface for creating families of related or dependent objects without specifying their concrete classes.
2. **Builder**: Separates object construction from its representation. Separate the construction of a complex object from its representation so that the same construction processes can create different representations.
3. **Factory Method**: Creates an instance of several derived classes. Define an interface for creating an object, but let subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses.
4. **Prototype**: A fully initialized instance to be copied or cloned. Specify the kinds of objects to create using a prototypical instance, and create new objects by copying this prototype.
5. **Singleton:** A class of which only a single instance can exist. Ensure a class only has one instance, and provide a global point of access to it.

***Structural design patterns***

These design patterns are all about Class and Object composition. Structural class-creation patterns use inheritance to compose interfaces. Structural object-patterns define ways to compose objects to obtain new functionality.

1. **Adapter**: Match interfaces of different classes. Convert the interface of a class into another interface clients expect. Adapter lets classes work together that couldn’t otherwise because of incompatible interfaces.
2. **Bridge**: Separates an object’s interface from its implementation. Decouple an abstraction from its implementation so that the two can vary independently.
3. **Composite:**A tree structure of simple and composite objects. Compose objects into tree structures to represent part-whole hierarchies. Composite lets clients treat individual objects and compositions of objects uniformly.
4. **Decorator**: Add responsibilities to objects dynamically.  Attach additional responsibilities to an object dynamically. Decorators provide a flexible alternative to sub classing for extending functionality.
5. **Facade:**A single class that represents an entire subsystem. Provide a unified interface to a set of interfaces in a system. Facade defines a higher-level interface that makes the subsystem easier to use.
6. **Flyweight:**A fine-grained instance used for efficient sharing. Use sharing to support large numbers of fine-grained objects efficiently. A flyweight is a shared object that can be used in multiple contexts simultaneously. The flyweight acts as an independent object in each context — it’s indistinguishable from an instance of the object that’s not shared.
7. **Proxy:**An object representing another object. Provide a surrogate or placeholder for another object to control access to it.

***Behavioral design patterns***

These design patterns are all about Class's objects communication. Behavioral patterns are those patterns that are most specifically concerned with communication between objects.

1. **Chain of Responsibility**: A way of passing a request between a chain of objects. Avoid coupling the sender of a request to its receiver by giving more than one object a chance to handle the request. Chain the receiving objects and pass the request along the chain until an object handles it.
2. **Command:**Encapsulate a command request as an object. Encapsulate a request as an object, thereby letting you parameterize clients with different requests, queue or log requests, and support undoable operations.
3. **Interpreter**: A way to include language elements in a program. Given a language, define a representation for its grammar along with an interpreter that uses the representation to interpret sentences in the language.
4. **Iterator**: Sequentially access the elements of a collection. Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.
5. **Mediator**: Defines simplified communication between classes. Define an object that encapsulates how a set of objects interact. Mediator promotes loose coupling by keeping objects from referring to each other explicitly, and it lets you vary their interaction independently.
6. **Memento**: Capture and restore an object's internal state. Without violating encapsulation, capture and externalize an object’s internal state so that the object can be restored to this state later.
7. **Observer**: A way of notifying change to a number of classes. Define a one-to-many dependency between objects so that when one object changes state, all its dependents are notified and updated automatically.
8. **State**: Alter an object's behavior when its state changes. Allow an object to alter its behavior when its internal state changes. The object will appear to change its class.
9. **Strategy**: Encapsulates an algorithm inside a class. Define a family of algorithms, encapsulate each one, and make them interchangeable. Strategy lets the algorithm vary independently from clients that use it.
10. **Template:**Defer the exact steps of an algorithm to a subclass. Define the skeleton of an algorithm in an operation, deferring some steps to subclasses. Template Method lets subclasses redefine certain steps of an algorithm without changing the algorithm’s structure.
11. **Visitor:** Defines a new operation to a class without change. Represent an operation to be performed on the elements of an object structure. Visitor lets you define a new operation without changing the classes of the elements on which it operates.

***What is the difference between Repository Pattern, Factory Pattern and Singleton Pattern?***

1. The factory pattern deals with how an object is created. It gets classified under the creational pattern. Factory pattern defines an interface for creating an object, but let the classes that implement the interface decide which class to instantiate. We can go for a factory pattern when we need for
   1. Object creation without exposing it to client
   2. Refer to newly created objects through interface.
2. Singleton pattern ensures only one instance of the type always be available for the client(s).Let us look into the below code
   1. The constructor is defined as private ensuring that no instance of the class can be created. Singleton keeps common data in only one place and this can be done by using the "static" keyword where the property "Singleton" is defined.
   2. Next checking if the property value is null or not. If yes then we are creating an instance and if no then we are returning back the old instance only. This is done inside the CreateInstance method. The client invocation part is as under var \_singletonInstance = Singleton.CreateInstance();
3. Repository pattern comes into use when we have (at a minimum) at least one of the following requirements

a) We want to centrally manage the data by applying logic and rules while dealing with data that comes from varied location.

b) We need to use business entities that are strongly typed. These helps to find errors at comile time rather at runtime.

c) Isolate data layer for unit testing.

d) Want to have a caching mechanism in place to hold the data in order to improve the application performance.

e) Separate business logic and data layer logic for better code maintainability.

***Why should a Singleton class be serialized only once ?***

If a Singleton class is serialized and then Deserialized multiple times, there will be multiple objects which will violate the principles of Singleton pattern. Therefore it should be serialized and Deserialized only once !

***Singleton is also called as AntiPattern, why ?***

It's very hard to create a subclass, or to create a mock object for a Singleton class. Singleton makes the unit testing harder. Singleton hide the dependencies and make the classes tightly coupled with each other.

***What is the importance of Design Pattern?***

Here is a list of points which should be consider as some of the advantages of using design pattern

|  |  |
| --- | --- |
| * It brings loose coupling * It reduces object dependency * Components can be pluggable. * Platform independent | * It normalizes the communication between the client and the concrete classes. * Enhances Reusability Brings a fruitful framework Independent of language * Simplifies the application handshaking * Abstract the complex details from the client . * Can be applied in cross platform communication. |

***Singleton Design Pattern - C#***

Singleton pattern falls under Creational Design Pattern. It is pattern is one of the simplest design patterns. This pattern ensures that a class has only one instance and provides a global point of access to it.

***Singleton Pattern - UML Diagram & Implementation***
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1. *//eager initialization of singleton*

public class Singleton

{

private static Singleton instance = new Singleton(); private Singleton() { }

public static Singleton GetInstance { get { return instance; } }

}

1. *////lazy initialization of singleton*

public class Singleton

{

private static Singleton instance = null; private Singleton() { }

public static Singleton GetInstance { get { if (instance == null) instance = new Singleton(); return instance; } }

}

1. *////Thread-safe (Double-checked Locking) initialization of singleton*

public class Singleton

{

private static Singleton instance = null; private Singleton() { } private static object lockThis = new object();

public static Singleton GetInstance { get { lock (lockThis) { if (instance == null) instance = new Singleton(); return instance; } } }

}

Singleton Pattern - Example
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*/// <summary> /// The 'Singleton' class*

public class Singleton

{ *// .NET guarantees thread safety for static initialization*

private static Singleton instance = null; private string Name{get;set;} private string IP{get;set;}

private Singleton() { *//To DO: Remove below line*  Console.WriteLine("Singleton Intance"); Name = "Server1"; IP = "192.168.1.23"; }

*// Lock synchronization object*

private static object syncLock = new object();

*// Support multithreaded applications through 'Double checked locking' pattern which (once the instance exists) avoids locking each*

*// time the method is invoked*

public static Singleton Instance { get {lock (syncLock) { if (Singleton.instance == null) Singleton.instance = new Singleton();

return Singleton.instance; } }

}

public void Show() { Console.WriteLine("Server Information is : Name={0} & IP={1}", IP, Name); }}

*/// <summary> /// Singleton Pattern Demo ///*

class Program { static void Main(string[] args) { Singleton.Instance.Show(); Singleton.Instance.Show();  Console.ReadKey(); }

***Singleton Pattern Demo - Output***

![http://www.dotnettricks.com/img/designpatterns/Singleton2.png](data:image/png;base64,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)

***When to use it?***

1. Exactly one instance of a class is required.
2. Controlled access to a single object is necessary

***Factory Method Design Pattern***

Factory method pattern falls under Creational Pattern. It is used to create objects. People usually use this pattern as the standard way to create objects. In Factory pattern, we create object without exposing the creation logic. In this pattern, an interface is used for creating an object, but let subclass decide which class to instantiate. The creation of object is done when it is required. The Factory method allows a class later instantiation to subclasses.

|  |  |
| --- | --- |
| ***Factory Method Pattern - UML Diagram & Implementation***http://www.dotnettricks.com/img/designpatterns/factory.png | The classes, interfaces and objects in the above UML class diagram are as follows:   1. **Product:** This is an interface for creating the objects. 2. **ConcreteProduct:** This is a class which implements the Product interface. 3. **Creator:** This is an abstract class and declares the factory method, which returns an object of type Product. 4. **ConcreteCreator:** This is a class which implements the Creator class and overrides the factory method to return an instance of a ConcreteProduct. |

***C# - Implementation Code***

interface Product {}  class ConcreteProductA : Product{}  class ConcreteProductB : Product{}

abstract class Creator { public abstract Product FactoryMethod(string type);}

class ConcreteCreator : Creator{ public override Product FactoryMethod(string type) { switch (type) { case "A": return new ConcreteProductA(); case "B": return new ConcreteProductB(); }}}

***Factory Method Pattern - Example***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/factory1.png | The classes, interfaces and objects in the above class diagram can be identified as follows:   1. **IFactory** - Interface 2. **Scooter & Bike**- Concreate Product classes 3. **VehicleFactory**- Creator 4. **ConcreteVehicleFactory**- Concreate Creator |

namespace Factory

{

public interface IFactory { void Drive(int miles); }

public class Scooter : IFactory { public void Drive(int miles) { Console.WriteLine("Drive the Scooter : " + miles.ToString() + "km"); } }

  public class Bike : IFactory { public void Drive(int miles) { Console.WriteLine("Drive the Bike : " + miles.ToString() + "km"); } }

  public abstract class VehicleFactory { public abstract IFactory GetVehicle(string Vehicle);  }

public class ConcreteVehicleFactory : VehicleFactory {

public override IFactory GetVehicle(string Vehicle) { switch (Vehicle) { case "Scooter": return new Scooter(); case "Bike": return new Bike(); } }

}

static void Main(string[] args)

{

VehicleFactory factory = new ConcreteVehicleFactory();

IFactory scooter = factory.GetVehicle("Scooter"); scooter.Drive(10); IFactory bike = factory.GetVehicle("Bike"); bike.Drive(20); } }

}

***Factory Pattern Demo - Output***

![http://www.dotnettricks.com/img/designpatterns/factory2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN8AAAAhCAYAAABZYX5FAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAQ2SURBVHhe7ZdNVhsxEIR9yKyzzKGyyiIH4Qz5gZDwDwYMSUhOoMzYr6EpqtXSjMcyTi8+6K6qljTD05vHbPFwnu7/zlf8GcNVIy4f67sll+nugXGRFj2/V9wuOU+3v4SzdNPzs+f0Gdc998JJmj/j+BlXd0eKH+ly8ZyLxfd0cas5TOdLvqXzmyfOHjlIZ9cH6fSR/XQ6F74+cgIc91x9ecn8qT7pasmfXvfsd/vtd/sfdOfp+dadt+cwXdwdpkvNPYB+Q/qzrp/uPfQs38cTq/fU/Y1uu79H9+5W77F/p6v3ezz/vOJqxdGST0tmHz6+T2/fvQmCYMPMlj9msyAINk1/+fb29l5AwwWMnZ+CdTyXh95jyn12Hevd4fvVOaa9CuTLpw8/5kHGzI4lt++U58K1p9wrR4s914n13piOGstsPezysX7b8c475fPg2lPuZdFiT0TOUHsOPcdmUWdZ7F8FJZdPauwlixnLs3qtMc8DZwWWwRp95nmUzOi1WXaMj56Qy1ie7nWmBFynFmtW61JrDTPejCDZZpR++XQvtfZZztJq+xK8GfElY9WsL0Fm2Bzq6+4tzfJYVmtSY2ZqrD21rn/rLGZyHss0ofbyiYY+5nKa1SPil+DNoK97qRHJ1sBmvfXQr+0tDT3EyuheZ6bG2lN07evayqAnNWrNGPLly8FyqHn9ELw10Nc9erXgvNcjXt7rLa3EE0oyHrLG0HWsWbZurvc8lmkCu3zsYExjWDnRmY8ay3joGTaPmu5zXgne/NQ9auh7vaXVImsMXceaZTpquR5rlm9Cf/nkIBodynlWRmAZraGXy3hY80y3etRL8ean9jGT89DPeZsA9xe8DPNQw5r5zZAvXxAEGyYuXxA0Ii5fEDSi5H++GsbOT8E6niuHXl+TyzLNmtkG9BnZOdHXGaYFHfLl0y9nzIsaMzuW3L5TnwvXt/ar1bcBPJvXl2b+e9jlY/2245136ufB9Wv3q80PQfao3QdnSvtcJugouXxSYy9ZzFie1WuNeR44K7AM1ugzrwScs3rU0fd61GsYOy/gGrqXWmu1M4Jkd5bSL5/updY+y1labV+CNyO+ZKya9SXIjCaXy+mY8fpNwvbWmv6tc5jJeSyzk9RePtHQx1xOs3pE/BK8GfR1LzUi2RJwxlrD05mPnqAzm8DaV59JfF1bGfSkRm1nGfLly8FyqHn9ELw10Nc9ekPANaw1S3TMYD8UWWfIWrk5tm6u9zyW2UnY5WMPzjSGlROd+aixjIeeYfOo6T7nlVK6Rqmu+5xXg8zVzuKM15dkdI81y+8k/eWTB9XoUM6zMgLLaA29XMbDmme61aNeAs4KpRnstWbNi74JcG/ByzAPNayZv7PIly8Igg0Tly8IGhGXLwgaEZcvCBoRly8IGhGXLwgaEZcvCBoRly8IGhGXLwhaMEv/AGz9yoADs1jGAAAAAElFTkSuQmCC)

***When to use it?***

1. Subclasses figure out what objects should be created.
2. Parent class allows later instantiation to subclasses means the creation of object is done when it is required.
3. The process of objects creation is required to centralize within the application.
4. A class (creator) will not know what classes it will be required to create.

***Abstract Factory Design Pattern***

Abstract Factory method pattern falls under Creational Pattern. Abstract Factory patterns acts a super-factory which creates other factories. This pattern is also called as Factory of factories. In Abstract Factory pattern an interface is responsible for creating a set of related objects, or dependent objects without specifying their concrete classes. Internally, Abstract Factory use Factory design pattern for creating objects. It may also use Builder design pattern and prototype design pattern for creating objects. It completely depends upon your implementation for creating objects.

***Abstract Factory Pattern - UML Diagram & Implementation***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/abstractfactory.png | The classes, interfaces and objects in the above UML class diagram are as follows:   1. **AbstractFactory** This is an interface which is used to create abstract product 2. **ConcreteFactory** This is a class which implements the AbstractFactory interface to create concrete products. 3. **AbstractProduct** This is an interface which declares a type of product. 4. **ConcreteProduct** This is a class which implements the AbstractProduct interface to create product. 5. **Client** This is a class which use AbstractFactory and AbstractProduct interfaces to create a family of related objects. |

public interface AbstractFactory { AbstractProductA CreateProductA(); AbstractProductB CreateProductB();}

public class ConcreteFactoryA : AbstractFactory

{

public AbstractProductA CreateProductA() { return new ProductA1(); } public AbstractProductB CreateProductB() { return new ProductB1(); }

}

public class ConcreteFactoryB : AbstractFactory

{

public AbstractProductA CreateProductA() { return new ProductA2(); } public AbstractProductB CreateProductB() { return new ProductB2(); }

}

public interface AbstractProductA { } public class ProductA1 : AbstractProductA { } public class ProductA2 : AbstractProductA { }

public interface AbstractProductB { } public class ProductB1 : AbstractProductB { } public class ProductB2 : AbstractProductB { }

public class Client

{

private AbstractProductA \_productA; private AbstractProductB \_productB;

public Client(AbstractFactory factory) { \_productA = factory.CreateProductA(); \_productB = factory.CreateProductB(); }

}

***Abstract Factory Pattern - Example***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/abstractfactory1.png | The classes, interfaces and objects in the above class diagram can be identified as follows:   * **VehicleFactory** -AbstractFactory interface * **HondaFactory & HeroFactory**- Concrete Factories * **Bike & Scooter**- AbstractProduct interface * **Regular Bike, Sports Bike, Regular Scooter & Scooty**- Concreate Products * **VehicleClient**- Client |

interface VehicleFactory { Bike GetBike(string Bike); Scooter GetScooter(string Scooter);}

class HondaFactory : VehicleFactory */// The 'ConcreteFactory1' class.*

{

public Bike GetBike(string Bike) {switch (Bike){ case "Sports": return new SportsBike(); case "Regular": return new RegularBike(); } }

  public Scooter GetScooter(string Scooter) { switch (Scooter){ case "Sports": return new Scooty(); case "Regular": return new RegularScooter(); } }

}

class HeroFactory : VehicleFactory */// The 'ConcreteFactory2' class*

{

public Bike GetBike(string Bike) { switch (Bike) { case "Sports": return new SportsBike(); case "Regular": return new RegularBike(); } }

public Scooter GetScooter(string Scooter) { switch (Scooter) { case "Sports": return new Scooty(); case "Regular": return new RegularScooter(); } }

}

interface Bike{ string Name();} */// The 'AbstractProductA' interface*

interface Scooter{ string Name();} */// The 'AbstractProductB' interface*

class RegularBike : Bike{ public string Name() { return "Regular Bike- Name"; }} */// The 'ProductA1' class*

class SportsBike : Bike { public string Name() { return "Sports Bike- Name"; }} */// The 'ProductA2' class*

class RegularScooter : Scooter{ public string Name() { return "Regular Scooter- Name"; }} */// The 'ProductB1' class*

class Scooty : Scooter{ public string Name() { return "Scooty- Name"; }} */// The 'ProductB2' class*

class VehicleClient

{

Bike bike; Scooter scooter;

public VehicleClient(VehicleFactory factory, string type) { bike = factory.GetBike(type); scooter = factory.GetScooter(type);}

public string GetBikeName() { return bike.Name(); }

public string GetScooterName() { return scooter.Name(); }

 }

static void Main(string[] args)

{

VehicleFactory honda = new HondaFactory(); VehicleClient hondaclient = new VehicleClient(honda, "Regular");

Console.WriteLine("\*\*\*\* Honda \*\*\*\*\*\*\*"); Console.WriteLine(hondaclient.GetBikeName());Console.WriteLine(hondaclient.GetScooterName());

hondaclient = new VehicleClient(honda, "Sports"); Console.WriteLine(hondaclient.GetBikeName()); Console.WriteLine(hondaclient.GetScooterName());

VehicleFactory hero = new HeroFactory(); VehicleClient heroclient = new VehicleClient(hero, "Regular");

Console.WriteLine("\*\*\*\* Hero \*\*\*\*"); Console.WriteLine(heroclient.GetBikeName()); Console.WriteLine(heroclient.GetScooterName());

heroclient = new VehicleClient(hero, "Sports"); Console.WriteLine(heroclient.GetBikeName()); Console.WriteLine(heroclient.GetScooterName());

}}

***Abstract Factory Pattern Demo - Output***
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***When to use it?***

1. Create a set of related objects, or dependent objects which must be used together.
2. System should be configured to work with multiple families of products.
3. The creation of objects should be independent from the utilizing system.
4. Concrete classes should be decoupled from clients.

***Note***

1. Internally, Abstract Factory use Factory design pattern for creating objects. But it can also use Builder design pattern and prototype design pattern for creating objects. It completely depends upon your implementation for creating objects.
2. Abstract Factory can be used as an alternative to Facade to hide platform-specific classes.
3. When Abstract Factory, Builder, and Prototype define a factory for creating the objects, we should consider the following points :
   1. Abstract Factory use the factory for creating objects of several classes.
   2. Builder use the factory for creating a complex object by using simple objects and a step by step approach.
   3. Prototype use the factory for building a object by copying an existing object.

***Builder Design Pattern***

Builder pattern falls under Creational Pattern of [Gang of Four (GOF) Design Patterns in .Net](http://www.dotnettricks.com/learn/designpatterns/gang-of-four-gof-design-patterns-in-net). It is used to builds a complex object by using a step by step approach. Builder interface defines the steps to build the final object. This builder is independent from the objects creation process. A class that is known as Director, controls the object creation process.

Moreover, builder pattern describes a way to separate an object from its construction. The same construction method can create different representation of the object.

***Builder Pattern - UML Diagram & Implementation***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/builder.png | The classes, interfaces and objects in the above UML class diagram are as follows:   1. **Builder** This is an interface which is used to define all the steps to create a product 2. **ConcreteBuilder** This is a class which implements the Builder interface to create complex product. 3. **Product** This is a class which defines the parts of the complex object which are to be generated by the builder pattern. 4. **Director** This is a class which is used to construct an object using the Builder interface. |

C# - Implementation Code

public interface IBuilderv{ void BuildPart1(); void BuildPart2(); void BuildPart3(); Product GetProduct();}

public class ConcreteBuilder : IBuilder

{

private Product \_product = new Product(); public void BuildPart1() { \_product.Part1 = "Part 1"; } public void BuildPart2() { \_product.Part2 = "Part 2"; }

public void BuildPart3() { \_product.Part3 = "Part 3"; } public Product GetProduct() { return \_product; }

}

public class Product{ public string Part1 { get; set; } public string Part2 { get; set; } public string Part3 { get; set; }}

public class Director { public void Construct(IBuilder IBuilder) { IBuilder.BuildPart1(); IBuilder.BuildPart2(); IBuilder.BuildPart3(); }}

***Builder Pattern - Example***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/builder1.png | The classes, interfaces and objects in the above class diagram can be identified as follows:   1. **IVehicleBuilder** - Builder interface 2. **HeroBuilder & HondaBuilder**- Concrete Builder 3. **Vehicle**- Product 4. **Vehicle Creator**- Director |

*/// The 'Builder' interface*

public interface IVehicleBuilder{ void SetModel(); void SetEngine(); void SetTransmission(); void SetBody(); void SetAccessories(); Vehicle GetVehicle();}

public class HeroBuilder : IVehicleBuilder */// The 'ConcreteBuilder1' class*

{

Vehicle obj = new Vehicle(); public void SetModel() { obj.Model = "Hero";} public void SetEngine() { obj.Engine = "4 Stroke"; }

public void SetTransmission() { obj.Transmission = "120 km/hr"; } public void SetBody() { obj.Body = "Plastic"; }

public void SetAccessories() { obj.Accessories.Add("Seat Cover"); obj.Accessories.Add("Rear Mirror");}

public Vehicle GetVehicle() { return obj; }

}

public class HondaBuilder : IVehicleBuilder */// The 'ConcreteBuilder2' class*

{

Vehicle obj = new Vehicle(); public void SetModel() { obj.Model = "Honda"; } public void SetEngine() { obj.Engine = "4 Stroke"; }

  public void SetTransmission() { obj.Transmission = "125 Km/hr"; } public void SetBody() { obj.Body = "Plastic"; }

public void SetAccessories() { obj.Accessories.Add("Seat Cover"); obj.Accessories.Add("Rear Mirror"); obj.Accessories.Add("Helmet"); }

  public Vehicle GetVehicle() { return obj; }

}

public class Vehicle */// The 'Product' class*

{

public string Model { get; set; } public string Engine { get; set; } public string Transmission { get; set; } public string Body { get; set; }

public List<string> Accessories {get; set; } public Vehicle() { Accessories = new List<string>(); }

  public void ShowInfo()

{ Console.WriteLine("Model: {0}", Model); Console.WriteLine("Engine: {0}", Engine); Console.WriteLine("Body: {0}", Body);

Console.WriteLine("Transmission: {0}", Transmission); Console.WriteLine("Accessories:");

foreach (var accessory in Accessories) { Console.WriteLine("\t{0}", accessory); }

}

}

public class Obj

{

private readonly IVehicleBuilder obj;

public Obj(IVehicleBuilder builder) { obj = builder; }

  public void CreateVehicle() { obj.SetModel(); obj.SetEngine(); obj.SetBody(); obj.SetTransmission(); obj.SetAccessories(); }

  public Vehicle GetVehicle() { return obj.GetVehicle(); }

}

static void Main(string[] args)

{ var obj = new Obj(new HeroBuilder()); obj.CreateVehicle(); var vehicle = obj.GetVehicle(); vehicle.ShowInfo();

obj = new Obj(new HondaBuilder()); obj.CreateVehicle(); vehicle = obj.GetVehicle(); vehicle.ShowInfo();

 }

***Builder Pattern Demo - Output***

![http://www.dotnettricks.com/img/designpatterns/builder2.png](data:image/png;base64,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)

***When to use it?***

1. Need to create an object in several steps (a step by step approach).
2. The creation of objects should be independent from the way the object's parts are assembled.
3. Runtime control over the creation process is required.

***Prototype Design Pattern***

Prototype pattern falls under Creational Pattern. It provides an interface for creating parts of a product. Prototype pattern is used to create a duplicate object or clone of the current object to enhance performance. This pattern is used when creation of object is costly or complex. **For Example:** An object is to be created after a costly database operation. We can cache the object, returns its clone on next request and update the database as and when needed thus reducing database calls.

***Prototype Pattern - UML Diagram & Implementation***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/prototype.png | The classes, interfaces and objects in the above UML class diagram are as follows:   1. **Prototype** This is an interface which is used for the types of object that can be cloned itself. 2. **ConcretePrototype** This is a class which implements the Prototype interface for cloning itself. |

public interface Prototype { Prototype Clone();}

*// Shallow Copy: only top-level objects are duplicated // Deep Copy: all objects are duplicated*  *//return (Prototype)this.Clone();*

public class ConcretePrototypeA : Prototype{ public Prototype Clone() {return (Prototype) MemberwiseClone(); }}

public class ConcretePrototypeB : Prototype { public Prototype Clone() { return (Prototype)MemberwiseClone();}}

## Prototype Pattern - Example

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/prototype1.png | The classes, interfaces and objects in the above class diagram can be identified as follows:   1. **IEmployee** - Prototype interface 2. **Developer & Typist**- Concrete Prototype |

public interface IEmployee { IEmployee Clone(); string GetDetails();} */// The 'Prototype' interface*

public class Developer : IEmployee */// A 'ConcretePrototype' class*

{ public int WordsPerMinute { get; set; } public string Name { get; set; } public string Role { get; set; }

public string PreferredLanguage { get; set; } public IEmployee Clone() {return (IEmployee)MemberwiseClone(); }

public string GetDetails() { return string.Format("{0} - {1} - {2}", Name, Role, PreferredLanguage); }

}

public class Typist : IEmployee */// A 'ConcretePrototype' class*

{ public int WordsPerMinute { get; set; } public string Name { get; set; } public string Role { get; set; }

  public IEmployee Clone() { return (IEmployee)MemberwiseClone(); }

  public string GetDetails() { return string.Format("{0} - {1} - {2}wpm", Name, Role, WordsPerMinute); }

}

static void Main(string[] args)

{

Developer dev = new Developer(); dev.Name = "Rahul"; dev.Role = "Team Leader"; dev.PreferredLanguage = "C#";

  Developer devCopy = (Developer)dev.Clone(); devCopy.Name = "Arif"; *//Not mention Role and PreferredLanguage, it will copy above*

  Console.WriteLine(dev.GetDetails()); Console.WriteLine(devCopy.GetDetails());

Typist typist = new Typist(); typist.Name = "Monu"; typist.Role = "Typist"; typist.WordsPerMinute = 120;

  Typist typistCopy = (Typist)typist.Clone(); typistCopy.Name = "Sahil"; typistCopy.WordsPerMinute = 115;*//Not mention Role, it will copy above*

  Console.WriteLine(typist.GetDetails()); Console.WriteLine(typistCopy.GetDetails());

}

***Prototype Pattern Demo - Output***

![http://www.dotnettricks.com/img/designpatterns/Prototype2.png](data:image/png;base64,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)

***When to use it?***

1. The creation of each object is costly or complex.
2. A limited number of state combinations exist in an object.

***Adapter Design Pattern - C#***

* Adapter pattern falls under Structural Pattern. The Adapter pattern allows a system to use classes of another system that is incompatible with it. It is especially used for toolkits and libraries. Adapter pattern acts as a bridge between two incompatible interfaces. This pattern involves a single class called adapter which is responsible for communication between two independent or incompatible interfaces.
* **For Example:** A card reader acts as an adapter between memory card and a laptop. You plugins the memory card into card reader and card reader into the laptop so that memory card can be read via laptop.

***Adapter Pattern - UML Diagram & Implementation***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/adapter.png | The classes, interfaces and objects in the above UML class diagram are as follows:   1. **ITarget** This is an interface which is used by the client to achieve its functionality/request. 2. **Adapter** This is a class which implements the ITarget interface and inherits the Adaptee class. It is responsible for communication between 3. **Adaptee** This is a class which have the functionality, required by the client. However, its interface is not compatible with the client. 4. **Client** This is a class which interact with a type that implements the ITarget interface. However, the communication class called adaptee, is not compatible with the client |

public class Client { private ITarget target; public Client(ITarget target) { this.target = target; }  public void MakeRequest() { target.MethodA(); }}

public interface ITarget { void MethodA();}

public class Adapter : Adaptee, ITarget{ public void MethodA() { MethodB(); }}

public class Adaptee { public void MethodB() { Console.WriteLine("MethodB() is called"); }}

***Adapter Pattern - Example***

|  |  |
| --- | --- |
| http://www.dotnettricks.com/img/designpatterns/adapter1.png | The classes, interfaces and objects in the above class diagram can be identified as follows:   1. **ITraget** - Target interface 2. **Employee Adapter**- Adapter Class 3. **HR System**- Adaptee Class 4. **ThirdPartyBillingSystem**- Client |

***C# - Sample Code***

public class ThirdPartyBillingSystem */// The 'Client' class*

{

private ITarget employeeSource; public ThirdPartyBillingSystem(ITarget employeeSource) { this.employeeSource = employeeSource; }

public void ShowEmployeeList() { List<string> employee = employeeSource.GetEmployeeList();

*//To DO: Implement you business logic*

Console.WriteLine("######### Employee List ##########"); foreach (var item in employee) { Console.Write(item); }

}

}

public interface ITarget { List<string> GetEmployeeList();} */// The 'ITarget' interface*

public class HRSystem { public string[][] GetEmployees() { string[][] employees = new string[4][];

employees[0] = new string[] { "100", "Deepak", "Team Leader" }; employees[1] = new string[] { "101", "Rohit", "Developer" };

employees[2] = new string[] { "102", "Gautam", "Developer" }; employees[3] = new string[] { "103", "Dev", "Tester" }; return employees;

}}

public class EmployeeAdapter : HRSystem, ITarget

{

public List<string> GetEmployeeList()

{

List<string> employeeList = new List<string>();

string[][] employees = GetEmployees();

foreach (string[] employee in employees)

{

employeeList.Add(employee[0]);

employeeList.Add(",");

employeeList.Add(employee[1]);

employeeList.Add(",");

employeeList.Add(employee[2]);

employeeList.Add("\n");

}

return employeeList;

}

}

*///*

*/// Adapter Design Pattern Demo*

*///*

class Program

{

static void Main(string[] args)

{

ITarget Itarget = new EmployeeAdapter();

ThirdPartyBillingSystem client = new ThirdPartyBillingSystem(Itarget);

client.ShowEmployeeList();

Console.ReadKey();

}

}

***Adapter Pattern Demo - Output***

![http://www.dotnettricks.com/img/designpatterns/adapter2.png](data:image/png;base64,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)

***When to use it?***

1. Allow a system to use classes of another system that is incompatible with it.
2. Allow communication between new and already existing system which are independent to each other
3. Ado.Net SqlAdapter, OracleAdapter, MySqlAdapter are best example of Adapter Pattern.

***Note***

1. Internally, Adapter use Factory design pattern for creating objects. But it can also use Builder design pattern and prototype design pattern for creating product. It completely depends upon your implementation for creating products.
2. Adapter can be used as an alternative to Facade to hide platform-specific classes.
3. When Adapter, Builder, and Prototype define a factory for creating the products, we should consider the following points :
   1. Adapter use the factory for creating objects of several classes.
   2. Builder use the factory for creating a complex product by using simple objects and a step by step approach.
   3. Prototype use the factory for building a product by copying an existing product.

***Bridge Design Pattern - C#***

Bridge pattern falls under Structural Pattern of [Gang of Four (GOF) Design Patterns in .Net](http://www.dotnettricks.com/learn/designpatterns/gang-of-four-gof-design-patterns-in-net). All we know, Inheritance is a way to specify different implementations of an abstraction. But in this way, implementations are tightly bound to the abstraction and can not be modified independently. The Bridge pattern provides an alternative to inheritance when there are more than one version of an abstraction. In this article, I would like share what is bridge pattern and how is it work?

***What is Bridge Pattern***

Bridge pattern is used to separate an abstraction from its implementation so that both can be modified independently.

This pattern involves an interface which acts as a bridge between the abstraction class and implementer classes and also makes the functionality of implementer class independent from the abstraction class. Both types of classes can be modified without affecting to each other.

## Bridge Pattern - UML Diagram & Implementation

The UML class diagram for the implementation of the bridge design pattern is given below:
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The classes, interfaces and objects in the above UML class diagram are as follows:

### Abstraction

This is an abstract class and containing members that define an abstract business object and its functionality. It contains a reference to an object of type Bridge. It can also acts as the base class for other abstractions.

### Redefined Abstraction

This is a class which inherits from the Abstraction class. It extends the interface defined by Abstraction class.

### Bridge

This is an interface which acts as a bridge between the abstraction class and implementer classes and also makes the functionality of implementer class independent from the abstraction class.

### ImplementationA & ImplementationB

These are classes which implement the Bridge interface and also provide the implementation details for the associated Abstraction class.

***C# - Implementation Code***

1. public abstract class Abstraction
2. {
3. public Bridge Implementer { get; set; }
5. public virtual void Operation()
6. {
7. Console.WriteLine("ImplementationBase:Operation()");
8. Implementer.OperationImplementation();
9. }
10. }
12. public class RefinedAbstraction : Abstraction
13. {
14. public override void Operation()
15. {
16. Console.WriteLine("RefinedAbstraction:Operation()");
17. Implementer.OperationImplementation();
18. }
19. }
21. public interface Bridge
22. {
23. void OperationImplementation();
24. }
26. public class ImplementationA : Bridge
27. {
28. public void OperationImplementation()
29. {
30. Console.WriteLine("ImplementationA:OperationImplementation()");
31. }
32. }
34. public class ImplementationB : Bridge
35. {
36. public void OperationImplementation()
37. {
38. Console.WriteLine("ImplementationB:OperationImplementation()");
39. }
40. }

## Bridge Pattern - Example
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### Who is what?

The classes, interfaces and objects in the above class diagram can be identified as follows:

1. **Message** - Abstraction Class.
2. **SystemMessage & UserMessage**- Redefined Abstraction Classes.
3. **IMessageSender**- Bridge Interface.
4. **EmailSender, WebServiceSender & MSMQ Sender**- ConcreteImplementation class which implements the IMessageSender interface.

### C# - Sample Code

1. */// The 'Abstraction' class*
2. public abstract class Message
3. {
4. public IMessageSender MessageSender { get; set; }
5. public string Subject { get; set; }
6. public string Body { get; set; }
7. public abstract void Send();
8. }
10. */// The 'RefinedAbstraction' class*
11. public class SystemMessage : Message
12. {
13. public override void Send()
14. {
15. MessageSender.SendMessage(Subject, Body);
16. }
17. }
19. */// The 'RefinedAbstraction' class*
20. public class UserMessage : Message
21. {
22. public string UserComments { get; set; }
24. public override void Send()
25. {
26. string fullBody = string.Format("{0}\nUser Comments: {1}", Body, UserComments);
27. MessageSender.SendMessage(Subject, fullBody);
28. }
29. }
31. */// The 'Bridge/Implementor' interface*
32. public interface IMessageSender
33. {
34. void SendMessage(string subject, string body);
35. }
37. */// The 'ConcreteImplementor' class*
38. public class EmailSender : IMessageSender
39. {
40. public void SendMessage(string subject, string body)
41. {
42. Console.WriteLine("Email\n{0}\n{1}\n", subject, body);
43. }
44. }
46. */// The 'ConcreteImplementor' class*
47. public class MSMQSender : IMessageSender
48. {
49. public void SendMessage(string subject, string body)
50. {
51. Console.WriteLine("MSMQ\n{0}\n{1}\n", subject, body);
52. }
53. }
55. */// The 'ConcreteImplementor' class*
56. public class WebServiceSender : IMessageSender
57. {
58. public void SendMessage(string subject, string body)
59. {
60. Console.WriteLine("Web Service\n{0}\n{1}\n", subject, body);
61. }
62. }
64. */// Bridge Design Pattern Demo*
65. class Program
66. {
67. static void Main(string[] args)
68. {
69. IMessageSender email = new EmailSender();
70. IMessageSender queue = new MSMQSender();
71. IMessageSender web = new WebServiceSender();
73. Message message = new SystemMessage();
74. message.Subject = "Test Message";
75. message.Body = "Hi, This is a Test Message";
77. message.MessageSender = email;
78. message.Send();
80. message.MessageSender = queue;
81. message.Send();
83. message.MessageSender = web;
84. message.Send();
86. UserMessage usermsg = new UserMessage();
87. usermsg.Subject = "Test Message";
88. usermsg.Body = "Hi, This is a Test Message";
89. usermsg.UserComments = "I hope you are well";
91. usermsg.MessageSender = email;
92. usermsg.Send();
94. Console.ReadKey();
95. }
96. }

### Bridge Pattern Demo - Output
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## When to use it?

1. Abstractions and implementations should be modified independently.
2. Changes in the implementation of an abstraction should have no impact on clients.
3. The Bridge pattern is used when a new version of a software or system is brought out, but the older version of the software still running for its existing client. There is no need to change the client code, but the client need to choose which version he wants to use.

#### Note

Bridge pattern has nearly the same structure as the Adapter Pattern. But it is used when designing new systems instead of the Adapter pattern which is used with already existing systems.

##### What do you think?

I hope you will enjoy the bridge Pattern while designing your software. I would like to have feedback from my blog readers. Your valuable feedback, question, or comments about this article are always welcome.

***Composite Design Pattern - C#***

Composite pattern falls under Structural Pattern of [Gang of Four (GOF) Design Patterns in .Net](http://www.dotnettricks.com/learn/designpatterns/gang-of-four-gof-design-patterns-in-net). Composite Pattern is used to arrange structured hierarchies. In this article, I would like share what is composite pattern and how is it work?

## What is Composite Pattern

Composite pattern is used to separate an abstraction from its implementation so that both can be modified independently.

Composite pattern is used when we need to treat a group of objects and a single object in the same way. Composite pattern composes objects in term of a tree structure to represent part as well as whole hierarchies.

This pattern creates a class contains group of its own objects. This class provides ways to modify its group of same objects.

## Composite Pattern - UML Diagram & Implementation

The UML class diagram for the implementation of the composite design pattern is given below:
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The classes, interfaces and objects in the above UML class diagram are as follows:

### Component

This is an abstract class containing members that will be implemented by all object in the hierarchy. It acts as the base class for all the objects within the hierarchy

### Composite

This is a class which includes Add,Remove,Find and Get methods to do operations on child components.

### Leaf

This is a class which is used to define leaf components within the tree structure means these cannot have children.

### C# - Implementation Code

1. public interface Component
2. {
3. void Operation();
4. }
6. public class Composite : Component, IEnumerable
7. {
8. private List \_children = new List();
9. public void AddChild(Component child)
10. {
11. \_children.Add(child);
12. }
13. public void RemoveChild(Component child)
14. {
15. \_children.Remove(child);
16. }
17. public Component GetChild(int index)
18. {
19. return \_children[index];
20. }
21. public void Operation()
22. {
23. string message = string.Format("Composite with {0} child(ren)", \_children.Count);
24. Console.WriteLine(message);
25. }
26. public IEnumerator GetEnumerator()
27. {
28. foreach (Component child in \_children)
29. yield return child;
30. }
31. IEnumerator IEnumerable.GetEnumerator()
32. {
33. return GetEnumerator();
34. }
35. }
36. public class Leaf : Component
37. {
38. public void Operation()
39. {
40. Console.WriteLine("Leaf");
41. }
42. }

## Composite Pattern - Example
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### Who is what?

The classes, interfaces and objects in the above class diagram can be identified as follows:

1. **IEmployed** - Component Interface.
2. **Employee**- Composite Class.
3. **Contractor**- Leaf Class.

### C# - Sample Code

1. */// The 'Component' Treenode*
2. public interface IEmployed
3. {
4. int EmpID { get; set; }
5. string Name { get; set; }
6. }
8. */// The 'Composite' class*
9. public class Employee : IEmployed, IEnumerable<IEmployed>
10. {
11. private List<IEmployed> \_subordinates = new List<IEmployed>();
13. public int EmpID { get; set; }
14. public string Name { get; set; }
16. public void AddSubordinate(IEmployed subordinate)
17. {
18. \_subordinates.Add(subordinate);
19. }
21. public void RemoveSubordinate(IEmployed subordinate)
22. {
23. \_subordinates.Remove(subordinate);
24. }
26. public IEmployed GetSubordinate(int index)
27. {
28. return \_subordinates[index];
29. }
31. public IEnumerator<IEmployed> GetEnumerator()
32. {
33. foreach (IEmployed subordinate in \_subordinates)
34. {
35. yield return subordinate;
36. }
37. }
39. IEnumerator IEnumerable.GetEnumerator()
40. {
41. return GetEnumerator();
42. }
43. }
45. */// The 'Leaf' class*
46. public class Contractor : IEmployed
47. {
48. public int EmpID { get; set; }
49. public string Name { get; set; }
50. }
52. class Program
53. {
54. static void Main(string[] args)
55. {
56. Employee Rahul = new Employee { EmpID = 1, Name = "Rahul" };
58. Employee Amit = new Employee { EmpID = 2, Name = "Amit" };
59. Employee Mohan = new Employee { EmpID = 3, Name = "Mohan" };
61. Rahul.AddSubordinate(Amit);
62. Rahul.AddSubordinate(Mohan);
64. Employee Rita = new Employee { EmpID = 4, Name = "Rita" };
65. Employee Hari = new Employee { EmpID = 5, Name = "Hari" };
67. Amit.AddSubordinate(Rita);
68. Amit.AddSubordinate(Hari);
70. Employee Kamal = new Employee { EmpID = 6, Name = "Kamal" };
71. Employee Raj = new Employee { EmpID = 7, Name = "Raj" };
73. Contractor Sam = new Contractor { EmpID = 8, Name = "Sam" };
74. Contractor tim = new Contractor { EmpID = 9, Name = "Tim" };
76. Mohan.AddSubordinate(Kamal);
77. Mohan.AddSubordinate(Raj);
78. Mohan.AddSubordinate(Sam);
79. Mohan.AddSubordinate(tim);
81. Console.WriteLine("EmpID={0}, Name={1}", Rahul.EmpID, Rahul.Name);
83. foreach (Employee manager in Rahul)
84. {
85. Console.WriteLine("\n EmpID={0}, Name={1}", manager.EmpID, manager.Name);
87. foreach (var employee in manager)
88. {
89. Console.WriteLine(" \t EmpID={0}, Name={1}", employee.EmpID, employee.Name);
90. }
91. }
92. Console.ReadKey();
93. }
94. }

### composite Pattern Demo - Output

![http://www.dotnettricks.com/img/designpatterns/composite2.png](data:image/png;base64,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)

## When to use it?

1. Hierarchical representations of objects are required.
2. A single object and a group of objects should be treated in the same way.
3. The Composite pattern is used when data is organized in a tree structure (for example directories in a computer).

##### What do you think?

I hope you will enjoy the composite Pattern while designing your software. I would like to have feedback from my blog readers. Your valuable feedback, question, or comments about this article are always welcome.